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Цель работы: Разработка на базе класса QWidget собственного компонента для построения графика функций.

Задания для выполнения к работе

1. Разработать классы для перевода координат из мировой в экранную системы и наоборот; классы для работы с осями абсцисс и ординат.
2. Написать программу для построения графика произвольной функции на интервале от а до b . a и b задается пользователем. Область значений должна вычисляться автоматически.

Main.c

#include "graph.h"

#include <QApplication>

int main(int argc, char \*argv[])

{

QApplication a(argc, argv);

Graph w;

w.show();

return a.exec();

}

Axic.h

#ifndef AXIS\_H

#define AXIS\_H

#include "worldtoscreenconverter.h"

#include <QPainter>

class Axis

{

public:

void step(double \*k, int h, int \*m, int \*n);

//прорисоква осей Ox и Oy

void draw(QPainter \*painter, int h, WorldToScreenConverter conv);

};

class AbscissaAxis : Axis

{

public:

void draw(QPainter \*painter, int h, WorldToScreenConverter conv);

};

class OrdinateAxis : Axis

{

public:

void draw(QPainter \*painter, int h, WorldToScreenConverter conv);

};

#endif // AXIS\_H

Axic.c

#include "axis.h"

#include "worldtoscreenconverter.h"

void Axis::step(double \*k, int h, int \*m, int \*n){

double h\_m = h/(\*k); // 1/k = отношение ширины в экранных координатах к мировым

double n1 = log10(h\_m); //для решения уравнение h\_m = 10 ^ n1

double n2 = log10(h\_m/2); //для решения уравнение h\_m = 2 \* 10 ^ n2

double n5 = log10(h\_m/5); //для решения уравнение h\_m = 5 \* 10 ^ n5

double min = pow(10, ceil(n1)) - h\_m;//ceil - округление вверх

\*k = min + h\_m;

\*m = 1;

\*n = ceil(n1);

double current = pow(10, floor(n1));

if (h\_m - current < min){//floor - округление вниз

min = h\_m - current;

\*k = current;

\*n = floor(n1);

}

}

//прорисоква осей Ox и Oy

void Axis::draw(QPainter \*painter, int h, WorldToScreenConverter conv){

QPen pen(Qt::black,3,Qt::SolidLine, Qt::RoundCap, Qt::RoundJoin);

painter->setPen(pen);

if (conv.getXMin() <= 0 && 0 <= conv.getXMax()) //ось Оу

//если область определения в отрицательной области, рисуем в правой части экрана

painter->drawLine(conv.convert(0,conv.getYMin()), conv.convert(0, conv.getYMax()));

else if (conv.getXMin() < conv.getXMax()){

if (conv.getXMax() < 0)

painter->drawLine(conv.getBottomRight(), conv.getTopRight());

else

painter->drawLine(conv.getBottomLeft(), conv.getTopLeft());

}

if (conv.getYMin() <= 0 && 0 <= conv.getYMax()) //ось Оx

//если область значений в отрицательной части, русем наверху

painter->drawLine(conv.convert(conv.getXMin(), 0), conv.convert(conv.getXMax(), 0));

else if (conv.getYMin() < conv.getYMax()){

if (conv.getYMax() < 0)

painter->drawLine(conv.getTopLeft(), conv.getTopRight());

else

painter->drawLine(conv.getBottomLeft(), conv.getBottomRight());

}

painter->setPen(QPen(Qt::blue,1,Qt::SolidLine,Qt::RoundCap,Qt::RoundJoin));

}

void OrdinateAxis::draw(QPainter \*painter, int h, WorldToScreenConverter conv){

int m, n;

double k = conv.getHeight()/(conv.getYMax() - conv.getYMin());

step(&k, h, &m, &n);

double k1 = ceil(conv.getYMin()/k)\*k;

for (; k1 <= conv.getYMax(); k1 += k){

//прорисовка сетки с шагом k

painter->setPen(Qt::gray);

painter->drawLine(conv.convert(conv.getXMin(), k1), conv.convert(conv.getXMax(), k1));

painter->setPen(Qt::black);

if (fabs(k1) - 1.e-14 < 0){

painter->drawText(QPoint(conv.getLeft()-10, conv.Yscr(k1)+5), "0");

}

else{

QString str;

if(fabs(k1) < 10)

str = QString::number(k1, 'f', 2);

else

str = QString::number(k1, 'e', 2);

painter->drawText(QPoint(conv.getLeft()-60, conv.Yscr(k1)+5), str);

}

}

painter->setPen(QPen(Qt::blue,1,Qt::SolidLine,Qt::RoundCap,Qt::RoundJoin));

}

void AbscissaAxis::draw(QPainter \*painter, int h, WorldToScreenConverter conv){

int m, n;

double k = conv.getWidth()/(conv.getXMax() - conv.getXMin());

step(&k, h, &m, &n);

double k1 = ceil(conv.getXMin()/k)\*k;

for (; k1 <= conv.getXMax(); k1 += k){

painter->setPen(Qt::gray);

painter->drawLine(conv.convert(k1, conv.getYMin()), conv.convert(k1, conv.getYMax()));

painter->setPen(Qt::black);

QString str;

if(fabs(k1) < 10 && fabs(k1) > 0.1)

str = QString::number(k1, 'f', 2);

else

str = QString::number(k1, 'e', 2);

QPoint p(conv.Xscr(k1)-20, conv.getBottom()+18);

painter->translate(p);

painter->rotate(30);

painter->drawText(0, 0, str);

painter->rotate(-30);

painter->translate(-p);

}

}

curveddata.h

#ifndef CURVEDDATA\_H

#define CURVEDDATA\_H

#include <QColor>

#include <QPen>

#include <qpainter.h>

class CurveData

{

public:

CurveData();

QColor curveColor; // Цвет кривой

QPen curvePen; // Стиль пера

virtual double *F*(double x); // Функция для рисования

void setColor(QColor color);

};

class Function1 : public CurveData

{

public:

Function1();

double *F*(double x); // Функция для рисования

};

class Function2 : public CurveData

{

public:

Function2();

double *F*(double x); // Функция для рисования

};

class Function3 : public CurveData

{

public:

Function3();

double *F*(double x); // Функция для рисования

};

#endif // CURVEDDATA\_H

curveddata.c

#include "curveddata.h"

CurveData :: CurveData(){

QColor(Qt::blue);

QPen curvePen(Qt::blue, 2, Qt::SolidLine, Qt::RoundCap, Qt::RoundJoin);

}

double CurveData :: *F*(double x) { return 1; }

void CurveData :: setColor(QColor color){

curveColor = color;

curvePen = QPen(color, 2, Qt::SolidLine, Qt::RoundCap, Qt::RoundJoin);

}

Function1 :: Function1(){}

double Function1 :: *F*(double x) { return sin(x)\*x\*x + x; }

Function2 :: Function2(){}

double Function2 :: *F*(double x) { return cos(x) + x\*x - x\*2; }

Function3 :: Function3(){}

double Function3 :: *F*(double x) { return x\*x/5 + 10 ;}

worldtoscreenconverter.h

#ifndef WORLDTOSCREENCONVERTER\_H

#define WORLDTOSCREENCONVERTER\_H

#include <QRect>

#include <QPoint>

class WorldToScreenConverter

{

public:

WorldToScreenConverter(QPoint minScr, QPoint maxScr, double xMinWrld, double yMinWrld, double xMaxWrld, double yMaxWrld);

QRect Screen;

double xW\_min, xW\_max, yW\_min, yW\_max;

double xxx, yyy, xw, yh;

QPoint convert(double xWorld, double yWorld);

int Xscr(double xWorld);

int Yscr(double yWorld);

double Xwrld(int xScreen);

double Ywrld(int yScreen);

int getWidth();

int getHeight();

QPoint getTopLeft();

QPoint getTopRight();

QPoint getBottomLeft();

QPoint getBottomRight();

double getXMin();

double getXMax();

double getYMin();

double getYMax();

int getLeft();

int getBottom();

};

#endif // WORLDTOSCREENCONVERTER\_H

worldtoscreenconverter.c

#include "worldtoscreenconverter.h"

WorldToScreenConverter::WorldToScreenConverter(QPoint minScr, QPoint maxScr, double xMinWrld, double yMinWrld, double xMaxWrld, double yMaxWrld):

Screen(QRect(minScr, maxScr)),

xW\_min(xMinWrld),

yW\_min(yMinWrld),

xW\_max(xMaxWrld),

yW\_max(yMaxWrld)

{

xxx = Screen.width()/(xW\_max-xW\_min);

yyy = Screen.height()/(yW\_max-yW\_min);

xw = (xW\_max-xW\_min)/Screen.width();

yh = (yW\_max-yW\_min)/Screen.height();

}

QPoint WorldToScreenConverter::convert(double xWorld, double yWorld){

int x\_local = Screen.left() + (int)((xWorld-xW\_min)\*xxx);

int y\_local = 1 + Screen.bottom() - (int)((yWorld-yW\_min)\*yyy);

return QPoint(x\_local, y\_local);

}

int WorldToScreenConverter::Xscr(double xWorld){

return Screen.left() + (int)((xWorld-xW\_min)\*xxx);

}

int WorldToScreenConverter::Yscr(double yWorld){

return 1 + Screen.bottom() - (int)((yWorld-yW\_min)\*yyy);

}

double WorldToScreenConverter::Xwrld(int xScreen){

return ((xScreen-Screen.x())\*xw);

}

double WorldToScreenConverter::Ywrld(int yScreen){

return ((Screen.y()+Screen.height()-yScreen)\*yh);

}

int WorldToScreenConverter::getWidth(){

return Screen.width();

}

int WorldToScreenConverter::getHeight(){

return Screen.height();

}

QPoint WorldToScreenConverter::getTopLeft(){

return Screen.topLeft();

}

QPoint WorldToScreenConverter::getTopRight(){

return Screen.topRight();

}

QPoint WorldToScreenConverter::getBottomLeft(){

return Screen.bottomLeft();

}

QPoint WorldToScreenConverter::getBottomRight(){

return Screen.bottomRight();

}

double WorldToScreenConverter::getXMin(){

return xW\_min;

}

double WorldToScreenConverter::getXMax(){

return xW\_max;

}

double WorldToScreenConverter::getYMin(){

return yW\_min;

}

double WorldToScreenConverter::getYMax(){

return yW\_max;

}

int WorldToScreenConverter::getLeft(){

return Screen.left();

}

int WorldToScreenConverter::getBottom(){

return Screen.bottom();

}

Graph.h

#ifndef GRAPH\_H

#define GRAPH\_H

#include <QMainWindow>

#include "curveddata.h"

namespace Ui {

class Graph;

}

class Graph : public QMainWindow

{

Q\_OBJECT

public:

explicit Graph(QWidget \*parent = 0);

~*Graph*();

double x\_min=0, x\_max=1, y\_min=0, y\_max=1;

/\*задание функции\*/

QVector<CurveData\*> curves;

/\*вычисление y\_min и y\_max\*/

void calcYArea();

void *paintEvent*(QPaintEvent \*);

private slots:

void on\_lineEdit\_editingFinished();

void on\_lineEdit\_2\_editingFinished();

private:

Ui::Graph \*ui;

};

#endif // GRAPH\_H

Graph.c

#include "graph.h"

#include "ui\_graph.h"

#include <qpainter.h>

#include <QWidget>

#include <cfloat>

#include "axis.h"

Graph::Graph(QWidget \*parent) :

QMainWindow(parent),

ui(new Ui::Graph)

{

ui->setupUi(this);

Function1 \*f1 = new Function1();

Function2 \*f2 = new Function2();

Function3 \*f3 = new Function3();

f1->setColor(Qt::red);

f2->setColor(Qt::blue);

f3->setColor(Qt::green);

curves.insert(0, f1);

curves.insert(1, f2);

curves.insert(2, f3);

calcYArea();

}

Graph::~*Graph*()

{

delete ui;

}

/\*вычисление y\_min и y\_max\*/

void Graph::calcYArea(){

double h = (x\_max - x\_min) / width();

double x = x\_min;

y\_min = curves[0]->*F*(x);

y\_max = y\_min;

QVector<CurveData\*>::iterator cur;

for(cur = curves.begin(); cur != curves.end(); cur++){

x = x\_min;

for (; x <= x\_max; x+=h){

double y = (\*cur)->F(x);

if (y\_min > y)

y\_min = y;

if (y\_max < y)

y\_max = y;

}

}

}

void Graph::*paintEvent*(QPaintEvent \*){

//настройка рисователя

QPainter paint(this);

QPoint minScreen(70, 60);

QPoint maxScreen(width() - 30, height() - 60);

WorldToScreenConverter converter(minScreen, maxScreen, x\_min, y\_min, x\_max, y\_max);

int h = 70;

/\*построение графика\*/

//вычисление шага

double h\_w = (x\_max - x\_min) / converter.getWidth();

double x = x\_min;

//инифицлизация начальной точки

QVector<CurveData\*>::iterator cur;

for(cur = curves.begin(); cur != curves.end(); cur++) {

paint.setPen((\*cur)->curvePen);

x = x\_min;

QPoint p1 = converter.convert(x, (\*cur)->F(x));

for (x = x + h\_w; x < x\_max; x += h\_w){

QPoint p2 = converter.convert(x, (\*cur)->F(x));

//рисование хорды

paint.drawLine(p1, p2);

p1 = p2;

}

}

OrdinateAxis oy = OrdinateAxis();

oy.draw(&paint, h, converter); //отрисовка сетки для оси Oy

AbscissaAxis ox = AbscissaAxis();

ox.draw(&paint, h, converter); //отрисовка сетки для оси Ox

}

void Graph::on\_lineEdit\_editingFinished()

{

x\_min = ui->lineEdit->text().toDouble();

calcYArea();

if (x\_min < x\_max)

repaint();

}

void Graph::on\_lineEdit\_2\_editingFinished()

{

x\_max = ui->lineEdit\_2->text().toDouble();

calcYArea();

if (x\_min < x\_max)

repaint();

}

![](data:image/png;base64,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)